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Abstract 

 
The aim of this research is to develop a sign language interpreting system that interprets and 

translates American Sign Language (ASL) into English words and sentences through 

machine vision and machine learning. In the proposed methodology, algorithms for data 

augmentation and data preprocessing as well as model training and evaluation are developed 

along with the system’s Graphical User Interphase (GUI). 3 different models are trained 

while developing the system, LSTM, Bi-LSTM and GRU and among them, GRU achieves 

the highest training accuracy of 95.14% and evaluation accuracy of 95.56% hence it is 

implemented into the system. By testing it in real-time, the system is able to make predictions 

in 0.143 seconds with 98.79% confidence. Through other various tests, the system proved 

its capability to produce equally accurate predictions in real-time regardless of the signer’s 

position, distance and hands used. The system is also able to translate ASL sentences into 

grammatically sound English sentences through OpenAI API.  
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1.0 Introduction 

 

Sign language is a complex form of communication used by deaf people around the world. 

There are over 300 different sign languages, each with its own unique signs and grammar. 

Sign languages are developed from existing spoken languages, but they do not express words 

directly. Instead, sign languages express meaning through gestures. Sign gestures are divided 

into two types: static and dynamic. Static gestures involve only handshapes, while dynamic 

gestures involve both handshapes and body movements. Dynamic gestures are used to 

represent both words and phrases (Roy et al., 2019). One of the biggest challenges faced by 

the deaf community is communication barriers. Many hearing people do not know sign 

language, which can make communication difficult. In the United States, for example, less 

than 1% of the population knows ASL. There are existing systems that can translate sign 

language into words (More et al., 2018). These systems use sensors to track hand movements 

and predict what is being signed. However, these systems can be complex and uncomfortable 

to use (Anthoniraj et al., 2021). This project aims to develop a sign language translator that 

is easier to use. The translator will use machine vision and AI to interpret ASL and translate 

it into English words. This will allow people with limited ASL knowledge to communicate 

with deaf people more easily (Swamy et al., 2014). 

 

Objectives: 

• To design a vision-based sign language algorithm with machine vision and key point 

detection tools. 

• To develop a sign language interpreting model by training it with datasets collected 

online. 

• To evaluate the accuracy of the sign language translator by testing it with real-time 

data.  

 

A study from 2019 shows that 25% of deaf adults are diagnosed with depression or anxiety 

disorder. This is often due to social isolation, as many hearing people do not understand sign 

language. The sign language translator developed in this project could help to reduce social 

isolation for deaf people (Vedak et al., 2019). 

 

 

2.0 Proposed Methodology 

 

2.1 Feature Extraction 

 

To extract features regarding the position, motion, shape and orientation of the signer’s hands 

and arms, an open-source framework developed by Google called MediaPipe will be used. 

Within the MediaPipe framework, there are pretrained models that could detect the key-

points of a person’s body, hands, and face in a 3-dimensional space as shown in Figure 1. 
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Figure 1: Key-point detection with MediaPipe 

 

 
 

By performing feature extraction with MediaPipe pretrained models, the X, Y and Z 

coordinates of the key-points will be returned as a numpy array. The number of key-points 

for the face are much larger compared to the hands and body. If the key-points of the face 

are extracted, it will increase the size and complexity of each training data. This would in 

turn increase the time and computational cost for training the model. Hence, in this project, 

only the key-points of the body and hands of the signer will be extracted. Furthermore, the 

facial expression of the signer is of less significance compared to the motion and shape of 

the hands and arms of the signer (BABBAR & LAU, 2020).  

 

There are 21 key-points that can be detected by the MediaPipe hands detection model on 

each hand. Since the coordinates of the key-points are in 3-dimensional space, there is a total 

of 126 data points for both hands as shown in Figure 2. For the body, 33 key-points can be 

detected by the MediaPipe pose detection model. To simplify the training data, only the key-

points of the upper body including the arms and shoulders are extracted since the lower body 

is not important when interpreting sign language. In order to reduce redundant data, the key-

points of the hands are not extracted since a higher resolution of hand key-points are captured 

by the previous MediaPipe hands detection model (Babbar & Yong, 2023). In conclusion, 

only 17 key-points will be extracted which includes the facial features, shoulders, elbow, 

and wrist (Dissanayake et al., 2020). According to the documentation, these landmarks are 

indexed as 0 to 16 by MediaPipe as shown in Figure 3. 

 

Figure 2: Hand key-points detected by MediaPipe 
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Figure 3: Body key-points detected by MediaPipe 

 

 
 

2.2 Concept Design 

 

LSTM (as shown in Figure 4) is an extension of RNN with a cell state in addition to the 

hidden state. The cell state acts as a memory where previous and current information is 

stored. Information flowing through the cell state is governed by gates, which are composed 

of sigmoid functions that return values between 0 and 1. There are three gates in an LSTM: 

forget gate, input gate, and output gate. When input is fed into LSTM, it first passes through 

the forget gate, which determines whether to keep or discard the previous information based 

on the new input information. Then, the input gate quantifies the importance of the input 

information before updating the cell state. Finally, the output gate determines what 

information will be carried over into the next hidden state, which is used to predict the 

sequence of data (HUANG & LAU, 2020). 

 

Figure 4: Gates within LSTM 

 

 

 
 

Due to the presence and regulation of cell state, LSTM can make accurate predictions on 

long and complex sequences. Bidirectional-LSTM (as shown in Figure 5) is made by 

combining two layers of LSTM. One layer processes the input in a forward direction (past 

to future), while the other layer processes the input backwards (future to past). This allows 

the model to preserve both past and future information, which is useful for making 

predictions on sequential data, especially for natural language processing where word 

meanings are contextual and depend on both preceding and proceeding words. Bidirectional-

LSTM can also be used in sign language translation to produce a more accurate result 

compared to unidirectional-LSTM. However, due to the extra layer of LSTM in each hidden 

layer, bidirectional LSTM takes longer to process data compared to unidirectional LSTM 

(Thea et al., 2022). 
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Figure 5: Bidirectional-LSTM 

 

 

 
 

GRU (as shown in Figure 6) is an extension of RNN with only two gates. It combines the 

forget gate and input gate of LSTM into a single update gate, which determines how much 

current and prior information should be passed to the next hidden state. The reset gate decides 

how much information to discard. GRU is more compact than LSTM due to its fewer gates, 

resulting in reduced parameters and processing time while retaining information 

dependency. However, GRU may not perform as well as LSTM for long-term dependencies 

or highly complex sequential patterns due to its reduced architecture complexity and 

parameters (Nath & Arun, 2017). 

 

Figure 6: Gates within GRU 

 

 

 
 

2.3 Overall block diagram for model development  

 

Firstly, the dataset is augmented to increase its size and diversity. Then, the augmented data 

is preprocessed to standardize, clean and organise the data. The preproccesed data is then 

used to train 3 different models, LSTM, Bi-LSTM and GRU. After that, the models are 

evaluated with testing data and based on the evaluation and training results, the model’s 

hyperparameters are tuned before it is retrained and reevaluated until a high training and 

validation accuracy is achieved. After the models are trained and evaluated, the model with 

the highest validation accuracy will be used to make predictions. The process is Illustrated 

in Figure 7. 

 

Figure 7: Model Development Block Diagram 
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2.4 Overall block diagram for implemented sign language interpreting system 

 

Figure 8 is showing the sign language interpreting system block diagram. Before making 

predictions, the ESP32 camera module is set up in Arduino IDE to capture video frames. 

Next, the trained model is imported into the system. The video frames captured by ESP32-

CAM is then accessed before it is read and resized. Within the resized video frames, the key-

points of the signer’s hands and body are detected by MediaPipe. On the user’s command, 

the system starts capturing video frames. When sufficient video frames are captured, the 

trained model makes prediction based on the sequence of video frames. The grammar of the 

sentence generated is then corrected by ChatGPT before it is displayed to the user. 

 

Figure 8: Sign Language Interpreting System Block Diagram 

 

  
 

 

2.5 Data augmentation 

 

Figure 9 shows the logic and process of the data augmentation algorithm. After importing 

necessary liabraries, all 30 words that the model will be trained to recognise is defined in an 

array called ‘actions’. 

 

Figure 9: Data Augmentation Flowchart 
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Then, the algorithm enters the first loop in which it checks if every word in the ‘actions’ 

array is iterated or not. If not, the alrogithm then enters the second loop in which the video 

corresponding to the current word and index is retrived from the dataset. After retriving the 

video, it is flipped horizontally and saved back into the dataset as a new video with a new 

index. Then, ‘start’ is incremented by 1 before the process is looped again. This loop will 

stop when the value of ‘start’ is more than ‘sequence’ and once that happens, the algorithm 

proceeds to the next word in the ’actions’ array before returning to the first loop. Once every 

word in the ‘actions’ array is iterated, the algorithm ends. 

 

Each dataset videos are flipped horizontally and saved into the same dataset. As a result, the 

size of the original dataset doubles after data augmentation. In total, the dataset contains 900 

videos across all 30 words. 

 

2.6 Data preprocessing 

 

The data preprocessing algorithm is shown in Figure 10. It begins by importing libraries and 

defining the data path. It then enters a loop that iterates through each word in the actions 

array. For each word, it creates folders named after the word and sequence and generates 30 

sequence folders within them. Once all words are iterated, the algorithm proceeds to set up 

the MediaPipe model for key-point detection. 

 

After setting up, the main loop is initiated, and the algorithm checks if every word in the 

actions array has been iterated. If not, it enters a nested loop where it retrieves the video 

corresponding to the current word and sequence from the dataset. It calculates the total 

number of frames in the video and the frame capturing interval. Then, an inner nested loop 

is initiated, where the algorithm navigates to the corresponding frame of the video, reads the 

frame, resizes it, and uses MediaPipe to detect and extract the key-points of the signer within 

the frame. The extracted keypoints are saved to the data path, and the frame number is 

updated. This inner nested loop continues until the required number of frames is captured. 

The outer nested loop then proceeds to the next video, and the entire process repeats until all 

videos for the current word are processed. When all words in the actions array are iterated, 

the algorithm ends. 

 

For extract keypoints, the function first places the 3D-coordinates of the detected keypoints 

into an array called pose. Then, the zero-point and fixed depth are established. The 

coordinates in pose are made relative to the zero-point and fixed depth, and the results are 

placed into a new array called pose_zero. After that, the first 17 keypoints in pose_zero are 

extracted and placed into another array called pose_zero_upper. The same process is 

repeated for the left and right hand of the signer, where the standardized 3D-coordinates of 

the detected keypoints are placed into arrays called left_hand and right_hand respectively. 

Finally, the function returns a concatenated array of pose_zero_upper, left_hand, and 

right_hand to the main algorithm. The array is illustrated in Figure 11. 
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Figure 10: Data Preprocessing Flowchart 

 

 
 

Figure 11: Concatenated Array 

 

 
 

2.7 Model training and evaluation 

 

The algorithm imports libraries, defines the data path, and creates an array of 30 words. It 

then iterates through each word, labeling it as 'num', and enters a nested loop. Within the 

inner loop, it loads the corresponding numpy array, appends it to 'sequences', appends the 

label to 'labels', and updates 'frame_num'. This process continues until 'frame_num' is no 

longer less than 'sequence_length'. The outer loop then repeats until 'sequence' is no longer 

less than 'no_sequence'. After the main loop, 'sequences' and 'labels' are stored as 'X' and 'y', 

respectively. These are then split into training and testing data. The training data is used to 

train the model, and the testing data is used to evaluate its performance. Finally, the 

evaluation results are displayed. 

 

By referring to the training results of each model as shown in Figure 12, GRU achieved the 

highest accuracy of 95.14%. After evaluating each model and analyzing the evaluation 

matrices, GRU also achieved the highest validation accuracy. Since GRU achieved the 
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highest training and validation accuracy amongst the 3 model, this model is selected to be 

implemented in the final sign language interpreting system to make predictions in real-time. 

 

Figure 12: Training Result of Each Model 

 

 

LSTM Bi-LSTM GRU 

 

 

 

 

 

 

 

 

3.0 Testing 

 

In this section, the sign language interpreting system is first be tested on how well it performs 

in real-time. Next, the robustness of the system is tested by subjecting it under various 

situations including the varying positions and distance of the signer relative to the camera, 

the hands used by the signer to perform ASL and the brightness level of surroundings. 

 

3.1 Real-time predictions 

 

For this test, the signer is required to be 1 meter (m) away from the camera and be positioned 

at the centre of the frame under a brightness level of 40 Lux (lumen per square meter). The 

signer then signs 10 random words from Table 3.4 and the prediction results are recorded. 

This process is repeated 2 more times to obtain the average accuracy and confidence of the 

system across the 10 words. The model managed to predict all 10 words correctly. Based on 

Figure 5.1, the prediction confidence of the system across all 10 words is at least 96% on 

average. Overall, the system has a prediction confidence of 98.79% with an average 

processing time of 0.143 seconds as shown in Figure 13. 

 

Figure 13: Real-time Prediction Confidence 
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3.2 Hands Used by Signer 

 

The signer must be 1m away from the camera and positioned at the centre of the frame under 

40 Lux. Next, 10 random words that requires only one hand to sign are selected from Table 

3.4. The words are then signed by the signer first with his left hand, then again with his right 

hand. This process is repeated 2 more times to determine the system’s average accuracy and 

confidence across the 10 words as shown in Figure 14. 

 

Figure 14: Prediction confidence for left and right-hand 

 

  
 

The model is able to accurately predict all 10 words for left and right hand. Based the results 

plotted in Figure 5.2, it can be observed that the prediction confidence across all 10 words 

signed by left or right hand are similar. Amongst the 10 words, ‘no’ has the biggest difference 

in terms of confidence, which is only 0.98%. The overall confidence of the system in 

interpreting words signed by left or right hand only have a difference of 0.15%. In 

conclusion, this system is capable of interpreting ASL regardless of which hand is being 

used by the signer. 

 

3.3 Position of Signer 

 

The signer is required to be 1m away from the camera for this test and under 40 Lux. Then, 

the signer is positioned in the center of the frame and 5 random words from Table 3.4 are 

signed. Next, the 5 random words are signed again but the signer is positioned on the far left 

of the frame. This process is repeated once more with the signer positioned on the far right 

of the frame. The prediction results of the system and its accuracy and confidence are 

recorded and tabulated throughout this test as shown in Figure 15. 

 

The model proved to be able to make accurate predictions across all 5 words when the signer 

is in all 3 positions. By referring to the results plotted in Figure 5.3, the prediction confidence 

across all 5 words when the signer is in varying position are relatively similar, the biggest 
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difference being only 0.56%. After this test, it can be concluded that this system is able to 

interpret ASL regardless of the signer’s position within the frame. 

 

Figure 15: Prediction Confidence for Different Positions of Signer 

 

 

 
 

3.4 Distance of Signer 

 

For this test, the signer is required to be positioned at the center of the frame and under 40 

Lux. Then, the signer is positioned 0.5m away from the camera before 5 random words from 

Table 3.4 are signed. This process is repeated with the distance of the signer from the camera 

changed to 1m, 1.5m and 2m. Throughout this test, the system’s prediction results are 

recorded and tabulated as shown in Figure 16. 

 

Figure 16: Prediction Confidence Different Distance of Signer 

 

 

 
 

The system is able to produce accurate predictions with over 95% confidence for the words 

‘me’, ‘hate’ and ‘can’. For the word ‘like’, the system predicts ‘please’ once the signer is at 

1.5m or further whereas for the word ‘today’, the system predicts ‘can’ when the signer is at 

2m away from the camera. These incorrect predictions are due to the low resolution of the 
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ESP32 camera module which gives MediaPipe difficulties in detecting the signer’s key-

points accurately. 

 

3.5 Brightness Level 

 

The signer is required to be 1m away from the camera and be positioned at the center of the 

frame for this test. Then, 3 random words are signed by the signer under a brightness level 

of 5 Lux and the prediction results are recorded. This process is repeated with the brightness 

level incrementing by 5 Lux each time upwards to 30 Lux. 

 

Figure 17: Prediction Confidence Under Different Brightness Level 

 

 
 

 

The system has an average confidence of 0% but at 15 Lux and above, the system’s average 

confidence is about 98%. At low brightness levels, the ESP32 camera module is unable to 

clearly capture the signer, hence, no key-points are detected by MediaPipe which means no 

prediction can be made by the system. In conclusion, this system can only perform well 

under brightness levels of 15 Lux or higher as shown in Figure 17. 

 

Table 1: Accuracy Of Other Systems 

 

Arthur Model Accuracy (%) 

Stylianos K. Psara GRU 89.03 

Gerges H.Samaan et al. GRU 100 

Shamita S H & Dr. Badarinath K LSTM 97 

Ridwang GRU 85 

Bushra A. Al-Mohimeed et al. CNN-LSTM 70 

This project GRU 95.56 

 

The accuracy of other models developed by other researchers that was reviewed. The 

performance of the model surpasses most of researcher’s model apart from Gerges H.Samaan 

et al. and Shamita S H & Dr. Badarinath K in which their model is able to achieve 100% and 

97% accuracy respectively. This is because their model is only trained to recognize 10 and 

24 words respectively which is significantly less than the 30 words that our model is trained 

to recognize. The comparison is tabulated in Table 1. 
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By looking into the systems developed by the researchers, there is a of lack features such as 

successive predictions and grammar correction which restricts the user from constructing 

grammatically sound sentences with ASL. Our system however is able to make predictions 

successively and apply grammar correction to the constructed sentences which makes 

understanding ASL sentences a lot easier. 

 

4.0 Conclusion and Recommendations 

 

In order to achieve the objectives of this project, a vision-based sign language interpreting 

algorithm that utilizes OpenCV for machine vision and MediaPipe for keypoint detection is 

designed. Next, 3 different models, LSTM, Bi-LSTM and GRU are developed and trained 

with the dataset collected online which yields a training accuracy of 84.58%, 92.08% and 

95.14% respectively. The accuracy of the 3 models is then evaluated with testing data and 

amongst them, GRU achieves the highest accuracy of 95.56%. The GRU model is also tested 

in real-time under various conditions. Through the conducted tests, it is determined that the 

GRU model can make predictions in real-time with 98.79% confidence regardless of the 

signer’s position the frame or the hands used. The test results also suggest that for optimal 

performance, the signer should be 1 meter away from the camera with a minimum brightness 

level of 15 Lux.  
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